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#### Abstract

During Information Security Conference 2005, Yvo Desmedt and Kaoru Kurosawa presented an electronic voting scheme that allows to point the winner, without revealing the final tally - that is, no information is disclosed except for the name of the winner(s). In particular, even the number of votes for every single candidate remains hidden. It can be important in practice, since these numbers can reveal sensitive information about voters' preferences in some scenarios, especially in closed, small communities. In some sense, this scheme meets stronger privacy requirements than any voting protocol before.

The main contribution of our paper is a version of Desmedt-Kurosawa scheme that supports Single Transferable Vote (STV) used among others in Republic of Ireland and Australia.

The presented solution has the main properties of Desmedt-Kurosawa scheme, however we had to solve several subtle problems in order to implement the idea of SVT that is much more complicated than the regular voting. For example, we have even to hide the number of rounds that does not need to be constant. As in the original scheme, every step can be publicly verified.


## 1. Introduction

Idea of voting using electronic devices and/or electronic networks gained recently considerable attention in both research community as well as in state authorities in many countries. Most of designed schemes are focused either on providing additional features to hand-counted ballot procedure (see, e.g., $[2,6,3,14,15]$ ), securing voting machines (see, e.g., $[10]$ ) or designing schemes, where voting is possible over electronic networks (see, e.g., [11]). One of the most important features is verifiability - possibility to check that each vote has been counted and that the results are correctly computed. Desirable are solutions wherein any party can verify correctness of the result using published data.

[^0]While the papers mentioned above can be regarded as electronic versions of traditional voting scenarios, Desmedt and Kurosawa proposed slightly different approach [5]. Namely, they designed the very first voting scheme that reveals noting except the name of the winner. In practice it means, that after the execution of the procedure no one knows the number of votes cast for the winner or names of the candidates with the second, the third etc. position.

Spirit of these scheme is in some sense similar to electronic-auctions protocols. Paper [5] presents situations, for which information such as the number of votes supporting the winner are quite sensitive. In some sense Desmedt-Kurosawa scheme meets possibly most demanding privacy requirements - i.e., the name of the winner is revealed and nothing more. Thereby, only the information that MUST be revealed in order to accomplish the goal of the voting procedure is published. Security of this scheme as a whole has not been proved, but it is based only on provably secure cryptographic primitives.

In this paper we present an extension of the Desmedt-Kurosawa scheme for Single Transferable Vote procedures. Single Transferable Vote (STV) is a voting system designed in order to reduce the effect of wasted votes (e.g., the votes cast for parties that finally do not pass the threshold necessary to get any seat in the parliament). The goal of STV is to provide proportional representation while ensuring that votes are cast for candidates rather than party lists [17]. STV is currently used during some elections in Australia, Scotland and Northern Ireland.

Aside Desmedt-Kurosawa's idea, we also reuse several techniques presented in their paper [5]. However, our task is more challenging, since STV system is conceptually much more complicated than a regular voting scheme. STV procedure executes several phases and only the number of phases reveals information about voting statistics. In particular, the number of necessary phases is unknown beforehand.

Of course, our scheme, exactly like the original one, does not use any trusted third party. With a help of a TTP building such scheme would be a trivial task, but then the fundamental principle of leaking no additional information to any protocol participant would be obviously violated.

### 1.1. Paper organization

In Section 2 we present details of STV procedure. In Section 3 we introduce all cryptographic primitives and procedures used in the scheme description that is set forth in Section 4. We estimate the efficiency of our scheme in Section 5.

## 2. Single transferable vote

### 2.1. Why STV?

In commonly used voting systems a voter often votes tactically and chooses just one of the two leading candidates even if none of them is his or her favorite one. A vote cast for a candidate who is not very popular and is likely to loose the election can be often considered wasted.

In STV voters have to rank all candidates by the order of their preference rather than to choose only a single candidate. The voters' preferences are considered in a wider scope, so one can say that election results more accurately express electors' will.

In this paper we consider a single-winner SVT election. This variant of STV is also known as Instant-runoff voting (IRV) or Alternative Vote (AV).

### 2.2. STV algorithm

A voter ranks all candidates according to his or her preferences. Each ballot contains then a permuted list of all candidates with the most favoured candidate in the first position, the second favourite candidate in the second one, and so on. When all ballots are collected in the ballot-box, the following steps are executed:
(1) The first position in each ballot is taken into account. If there is a candidate who gets the majority, he is declared to be the winner and the procedure is terminated.
(2) The candidate with the lowest number of votes is eliminated and deleted from all ballots. If there are two or more candidates who get the lowest number of votes, one of them is chosen according to some further rules.
(3) Go to step 1.

One can easily see that during each round either the winner is pointed or one candidate is eliminated. For that reason the number of possible rounds is smaller than the number of the candidates. Let us also stress that the number of rounds executed during single election cannot be determined in advance and is strongly dependent on submitted ballots.

Example. We show on an example how STV works. Assume that there are 24 voters and 4 candidates: A, B, C, D. The first table shows how many voters marked specific order of candidates in their ballots.

|  | Votes |  |  |  |  |
| :--- | :---: | :---: | :---: | :---: | :---: |
|  | 6 | 6 | 2 | 7 | 3 |
| 1st | D | A | B | C | B |
| 2nd | A | B | A | A | C |
| 3rd | C | C | C | B | A |
| 4th | B | D | D | D | D |

The second table shows process of counting the result round by round.

|  |  | ound 1: | round 2 : | round 3 : |
| :---: | :---: | :---: | :---: | :---: |
| Current ballots |  <br> 1st <br> 2nd <br> 3rd <br> 4th | 6 6 2 7 |  6 6 2 7 |  6 6 2 7 3 <br> 1st A A A C C     <br> 2nd C C C A A     |
| \# votes for A <br> \# votes for B <br> \# votes for C <br> \# votes for D |  | $\begin{aligned} & \hline 6 \\ & 5 \\ & 7 \\ & 6 \end{aligned}$ | $\begin{gathered} \hline 8 \\ 10 \\ 6 \end{gathered}$ | 14 10 |

At the first round candidate B received the fewest number of votes and is eliminated. His votes are transferred to other candidates, in this case 3 votes go to C and 2 votes go to A . In consequence in the second round D becomes the weakest candidate and gets eliminated. After the third round candidate A gains 14 votes which gives him majority and counting terminates.

### 2.3. Tie breaking

A tie can occur when selecting a candidate to eliminate. There are many methods to break the tie using not only information from the current round. One can take into account the result of previous rounds or, which is more complicated, try to simulate eliminating each of the candidates in question and take into account later rounds.

If a tie can be broken with established rules, we call it a weak tie. But sometimes the tie remains not broken, even after the tie-breaking rules have been applied. In that case it is a strong tie. When a strong tie occurs, it is impossible to choose between two or more candidates. In such case it is better to break a strong tie by lot and eliminate always only one candidate instead of removing several candidates (see example below).

Our scheme uses backwards tie-breaking method. In this approach, if there are two or more candidates who have the minimal number of votes, we choose among them the candidate who had fewer votes during the previous round.

If the number of votes is also equal in previous round, the latest point in the count where they had unequal number of votes is taken into account.

The strong tie occurs when candidates have equal number of votes in all previous rounds. Our scheme breaks strong ties by lot, but it can be adapted in obvious manner to most of the rules for breaking a strong tie considered so far.

A comparison of some tie-breaking methods and advantages of backwards tie-breaking can be found in [13].

Example. We show an example of a strong tie such that choosing a candidate for elimination at random is better then rejecting more than one candidate. The following table presents distribution of votes:

|  | Number of Votes |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  | 10 | 10 | 6 | 6 |
| 1st | B | A | C | C |
| 2nd | A | B | A | B |
| 3rd | C | C | B | A |

In the first round there is a tie between candidates A and B . What is more, these candidates have the smallest number of votes from first preferences, which qualifies them for elimination. After rejecting both A and B only, the candidate C remains and becomes the winner. On the other hand, from among 32 voters 20 voters prefer whichever A or B rather than C so this result definitely does not express voters' will well. In this case, it is better to eliminate only one of A and B and thus to let B or A win. Since here A and B received exactly the same number of votes, even taking into account all preferences, the only method to choose between them is a lot.

## 3. Cryptographic tools

To implement the idea of STV in electronic form, we will need several cryptographic tools described in this section.

Private keys used in the scheme are shared by $N$ authorities. For all operations mentioned below we need robust threshold versions, i.e., when at most $t$ of authorities (where $N \geq 2 t+1$ ) are malicious, the protocol still works correctly. In some sense authorities jointly simulate a trusted third party. Let us stress that there are many cryptographic schemes meeting this requirement.

### 3.1. Encryption functions

The most important building block for our scheme are two efficient, probabilistic public-key encryption functions with homomorphic property. We have two types of data to encrypt: candidates and numbers. "Candidate" means here, for example, a result of a hash function on the candidate's name representing real person.

For encryption of these values we use function $F$. Other data are numbers and we use function $E$ to encrypt it. The reason why we use two different functions is that the encryption algorithm used for numbers must satisfy some additional requirements, but on the other hand, we can assume that plaintext can be only a number from a relatively small set.

Let us use the following notation:

- $E(m), F(m)$ are the sets of possible ciphertexts for a plaintext $m$, for functions $E$ and $F$, respectively.
- $E_{0}(m), F_{0}(m)$ are ciphertexts of $m$ using the random parameter set to 0 . We call these ciphertexts standard ciphertexts of $m$. Let us note that everyone can easily check if a particular ciphertext is the standard ciphertext of a message $m$.
- $e_{1}={ }_{E} e_{2}, e_{1}={ }_{F} e_{2}$ mean that $e_{1}$ and $e_{2}$ are ciphertexts of the same plaintext using function $E$ and $F$, respectively.
The functions $E$ and $F$ must meet additional requirements. Namely, they must provide homomorphic property:

There are computationally efficient operations ${ }^{-1}$ and $\odot$, such that
(1) if $e \in F(m)$, then $e^{-1} \in F\left(m^{-1}\right)$,
(2) if $e_{1} \in F\left(m_{1}\right)$ and $e_{2} \in F\left(m_{2}\right)$, then $e_{1} \odot e_{2} \in F\left(m_{1} m_{2}\right)$.

Function $E$ has additive homomorphic property: there exist effectively computable operations $\ominus$ and $\oplus$, such that
(1) if $e \in E(m)$, then $\ominus e \in E(-m \bmod q)$,
(2) if $e_{1} \in E\left(m_{1}\right)$ and $e_{2} \in E\left(m_{2}\right)$, then $e_{1} \oplus e_{2} \in E\left(m_{1}+m_{2} \bmod q\right)$
for some large $q$. Let us note that the second property allows to sum up the encrypted number of votes without decryption of the corresponding ciphertexts. Indeed - product of ciphertexts of two values is a ciphertext of the sum of these values.

Such properties allow also to perform re-encryption. Given $e \in E(m)$ (or $e \in$ $F(m)$ ) one can compute $e^{\prime}$ such that $e={ }_{E} e^{\prime}$ (or $e==_{F} e^{\prime}$, respectively) where $e^{\prime}$ is uniformly distributed over $E(m)$ (respectively, $F(m)$ ). It can be done easily by computing a ciphertext of the neutral element in appropriate underlying group and applying homomorphic operation on this ciphertext and $e$.

Candidates for functions $F$ and $E$. Let us note that regular ElGamal encryption scheme over a group of order $q$ can be used as the function $E$. As pointed in [5] modified ElGamal may play a role of the function $F$, i.e.:

$$
F_{r}(m)=\left(g^{r}, g^{m} y^{r}\right) \bmod p,
$$

where $p$ is a large prime, $y$ is a public key and $g$ is a group generator. Further details can be found in [5].

### 3.2. Plaintext Equality Test

We use Plaintext Equality Test (PET) on ciphertexts of $E$ and $F$. Using PET procedure, $N$ authorities given two ciphertexts $e_{1}$ and $e_{2}$ can jointly check whether $e_{1}=_{E} e_{2}$ (or $e_{1}={ }_{F} e_{2}$, respectively) without revealing any other information. For this purpose one can use, for instance, the procedure from [7]. Protocol presented in this paper is based on ElGamal encryption. However, one can build PET procedure for any function $F$ with properties mentioned above.

### 3.3. 1-out-of- $n$ re-encryption proof

During 1-out-of- $n$ re-encryption proof a prover shows that for an encrypted message $e$ and a set of ciphertexts $e_{1}, e_{2}, \ldots, e_{n}$, there exists an index $1 \leq i \leq n$, such that $e={ }_{E} e_{i}$ (or $e={ }_{F} e_{i}$ ) without revealing any other information. In particular, the index $i$ remains secret. It is assumed that the prover knows randomness used for re-encryption.

Description of such a proof can be found for example in [4].

### 3.4. MIX protocol

In our protocol we extensively use MIX protocol on ciphertexts computed with function $E$ or $F$. Using the MIX protocol, $N$ authorities can jointly compute permutation $\left(e_{\pi(1)}^{\prime}, \ldots, e_{\pi(n)}^{\prime}\right)$ of ciphertexts list $\left(e_{1}, \ldots, e_{n}\right)$, such that $e_{\pi(i)}^{\prime}$ is a re-encryption of $e_{i}$ for every $i$. The validity of this operation can be publicly verified, but the whole procedure does not reveal any unnecessary information. In particular, the permutation $\pi$ remains hidden. In our scheme (as well as in [5]) we need a version of MIX which allows to permute and re-encrypt list of pairs of ciphertexts but without breaking particular pairs. That is, for given list $\left(\left(e_{1}, f_{1}\right), \ldots,\left(e_{n}, f_{n}\right)\right)$ the authorities compute a list of permuted re-encryptions $\left(\left(e_{\pi(1)}^{\prime}, f_{\pi(1)}^{\prime}\right), \ldots,\left(e_{\pi(n)}^{\prime}, f_{\pi(n)}^{\prime}\right)\right)$. Such a MIX protocol can be built, for example, using algorithms from papers [8, 9]. Let us stress that this protocol is jointly perforemed by $N$ authorities in such a way that any cooperating coalition of $t$ (for $N \geq 2 t+1$ ) entities is not able to learn $\pi$.

### 3.5. Pairwise comparison protocol

In the scheme (called PCP) described in the next section we need very often to compare two numbers encrypted with function $E$ without decrypting them.

Desmedt and Kurosawa proposed in [5] a way to compare two encrypted numbers in such way that it can be publicly verified and nothing more than comparison result is revealed.

Given $A \in E(a)$ and $B \in E(b)$ the protocol decides whether $a \leq b$ or $a>b$. The numbers $a$ and $b$ must satisfy $0 \leq a \leq M, 0 \leq b \leq M$ for some $M$. For the sake of efficiency, $M$ should be as small as possible. In our scheme we use comparison for number of votes multiplied by number of candidates, so $0 \leq a, b \leq v k$, where $v$ is the number of voters and $k$ is the number of candidates.

## 4. Voting scheme

There are $N$ authorities representing for example political parties or particular candidates. Let us also assume that at most $t$ of them are malicious (where $N \geq 2 t+1$ ). So in particular, majority of authorities operates exactly according to the protocol. We assume that their public keys are widely known.

All operations are preformed jointly by authorities. It means in some sens that they simulate a trusted third party that performs some operations on behalf of them. Thanks to this property some details of protocols execution remain hidden for single authorities or even coalition of cardinality less or equal $t$.

We also need a bulletin board - it is a shared memory, that everyone can read, and also can append some information (without deleting the previous notes). We assume that transcript of all subprocedures are placed there. Let us also stress that it is a standard requirement in such a type of protocols.

We assume that there are $v$ voters and $k$ candidates, say $C_{1}, C_{2}, \ldots, C_{k}$.
The whole voting process is divided into two stages. During the first one all voters prepare their electronic ballots. In the second stage during $k-1$ steps authorities are pointing the winner.

### 4.1. Votes casting

(1) A voter $i$ sort the list of candidates with respect to his own preference: $C_{1}^{i}, C_{2}^{i}, \ldots, C_{k}^{i}$, where $C_{1}^{i}$ is the best candidate in $i$ th voter's opinion.
(2) He computes ciphertexts $c_{1}^{i} \in F\left(C_{1}^{i}\right), \ldots, c_{k}^{i} \in F\left(C_{k}^{i}\right)$ and posts them on the bulletin board.
(3) Validity of $c_{1}^{i}, \ldots, c_{k}^{i}$ is shown as follows:

- The voter proves that each of $c_{1}^{i}, \ldots, c_{k}^{i}$ encrypts one of the candidates $C_{1}, C_{2}, \ldots, C_{k}$ by performing $k$ times 1-out-of- $k$ re-encryption proof.
- The authorities jointly check whether $c_{1}^{i}, \ldots, c_{k}^{i}$ are ciphertexts of distinct values using plaintext equality test.
After this step, authorities can be sure that the tuple $c_{1}^{i}, \ldots, c_{k}^{i}$ is correctly prepared - it represents an encrypted list of all, distinct candidates.
(4) The tuple $c_{1}^{i}, \ldots, c_{k}^{i}$ is transformed to the electronic ballot:

$$
V_{i}=\left(\left(E_{0}(1), c_{1}^{i}\right), \ldots,\left(E_{0}(k), c_{k}^{i}\right)\right)
$$

### 4.2. Computing election result

Counting proceeds in rounds as for STV but there are always $k-1$ rounds. Admittedly, sometimes a majority is achieved after less than $k-1$ rounds and the procedure in the real world scenario may terminate, but we want to hide the number of rounds. This has no impact in our algorithm on pointing the winner, since once a candidate achieves majority he will never be eliminated and will remain in the game until the end of the last round.

### 4.2.1. Round

During each round, the votes from the first preference in each ballot are taken into account. Then the candidates are sorted according to the number of votes and the candidate with the fewest votes is eliminated from every ballot. After that in every ballot from the remaining preferences the highest one is marked as the first preference.

Computation operates on a list $L$ and lists $V_{i}$ (electronic ballots) for every voter $i$. The list $L$ is initialized in every round afresh, when $V_{i}$ 's are modified in each round. The list $L$ stores pairs (candidate, number of votes for this candidate), where both values are encrypted. Additionally, the number of votes is stored not as the exact value but is multiplied by the number of candidates, because this value modulo number of candidates contains information about position in the previous round. In general, one can think of it as a number of votes for the candidate because the position from previous round is significant only in case of a tie.

As stated above, the list $V_{i}$ is a ballot of voter $i$. It contains pairs (index of preference, candidate) as at the last step of vote casting. In every round one candidate is removed and order of all $V_{i}$ is changed.

At the beginning of this stage authorities jointly permute and re-encrypt at random the list $F_{0}\left(C_{1}\right), F_{0}\left(C_{2}\right), \ldots, F_{0}\left(C_{k}\right)$ and let $c_{1}, c_{2}, \ldots, c_{k}$ be the resulting list of ciphertexts.

The authorities execute the following steps for $r=1, \ldots, k-1$. At the beginning of round $r$ there are $p=k-r+1$ candidates left and exactly one of them will be eliminated in the round. The procedure starts with all $k$ candidates and before the last round there are only 2 candidates.
(1) Let $c_{1}, c_{2}, \ldots, c_{p}$ be ciphertexts of the candidates in the order from the previous round. (Note that $p=k-r+1$ ). Initiate $L$ as

$$
\operatorname{MIX}\left(c_{1}, E_{0}(p-1)\right),\left(c_{2}, E_{0}(p-2), \ldots,\left(c_{p}, E_{0}(0)\right)\right)
$$

In this way candidates are strictly and randomly ordered before counting votes for this round and this prevents the risk of a tie. If there is a method to break a strong tie, the candidates could be ordered according to special rules also before the first round.
(2) For every voter $i$ :

- Let $c$ be the second element of the first pair of $V_{i}$. The first pair is the first preference, so $c$ is a ciphertext of the most preferred candidate (of those that remain in the game) of voter $i$.
1: Find on the list $L$ element $\left(c^{\prime}, t\right)$ such that $c={ }_{F} c^{\prime}$.
2: Increase votes for candidate $c$ by changing the pair $(c, t)$ to a pair $\left(\left(c, t \oplus E_{0}(p)\right)\right.$.
3: Mix $L$ up before considering the next ballot.
The first step is implemented by trying plaintext equality test on each element of the list. Let us note that the votes are counted $p$-fold because initially every candidate gains a number of "votes" corresponding to the position immediately after the previous round. This trick solves of a tie. Indeed, in case of a tie in particular round position from previous round(s) decides about the order. The third step is implemented by the MIX protocol.
(3) Sort the list $L$ by the second element of every pair. The pairwise comparison protocol (PCP) is used here. Sorting can be implemented by any algorithm that is based on comparing pairs of elements to be sorted only.
(4) Let $e$ be the first element of the last pair on list $L$. Then $e$ is a ciphertext of the candidate to be eliminated. Remove from $L$ the pair containing $e$. Retain the current ordering of the candidates for the next round.
(5) For every voter $i$

1: Mix $V_{i}$ up.
2: Find in $V_{i}$ a pair $(p, c)$ such that $c={ }_{F} e$ and remove this pair from $V_{i}$.
3: Find in $V_{i}$ a pair $\left(p^{\prime}, c^{\prime}\right)$ with the smallest first element and move it to the first position of $V_{i}$.
In the first point MIX protocol is used. The second point is based on plaintext equality test. The pairwise comparison protocol is used for finding the minimum value in the third point. Let us note that there is no need to sort whole $V_{i}$, since only the highest preference are counted.

Since at each round exactly one candidate is removed, after $k-1$ rounds there is only one candidate and this one is the winner. The authorities jointly decrypt the ciphertext containing his name and announce it.

Let us note that this protocol is oblivious - i.e., from observer's point of view its execution looks exactly the same, independently of voters' preferences. On the other hand, at the end of the protocol, only one candidate is on the list.

## 5. Efficiency

Efficiency of the scheme depends on many parameters, but here we consider only the number of voters (denoted by $v$ ) and candidates (denoted by $k$ ). We assume that the remaining parameters, e.g., the number of authorities and the length of keys using for encryption are predetermined.

Since our scheme uses many cryptographic operations, we first introduce symbols for the time complexity of these operations:

- $T_{\text {enc }}$ - encryption using $E$ or $F$,
- $T_{\circ}$ - homomorphic binary operation on ciphertexts,
- $T_{\text {PET }}$ - plaintext equality test (PET),
- $T_{1 \text {-of }}(n)-1$-out-of- $n$ re-encryption proof,
- $T_{\text {MIX }}(n)$ - MIX protocol on a list of the length $n$,
- $T_{\mathrm{PCP}}(n)$ - pairwise comparison protocol on numbers less or equal to $n$.

Most functions and protocols that we use are commonly known and can be found in different versions with different time complexities so we do not use specific values. We only mention efficiency of comparison algorithm proposed by Desmedt and Kurosawa in [5]. For $0 \leq a, b \leq n$ the protocol decides whether $a \leq b$ using $n$ homomorphic operations, applying $n+1$ times PET procedure and performing MIX on list of length $n+1$. Thus

$$
T_{\mathrm{PCP}}(n)=O(n) \times\left(T_{\circ}+T_{\mathrm{PET}}\right)+T_{\mathrm{MIX}}(n) .
$$

Roughly estimated complexities of particular steps of vote casting are listed below:

- step 1: $O(1)$,
- step 2: $O(k) \times T_{\text {enc }}$,
- step 3: $O(k) \times T_{1-\mathrm{of}}(k)+O\left(k^{2}\right) \times T_{\mathrm{PET}}$,
- step 4: $O(k) \times T_{\text {enc }}$.

Let us note that $T_{0}, T_{\text {enc }}$ and $T_{\text {PET }}$ do not depend on number of candidates and voters so we can consider them as constant time operations. Validation of a vote (step 3) is the most consuming step so efficiency of the whole vote casting stage is equal to

$$
O(k) \times T_{1-\mathrm{of}}(k)+O\left(k^{2}\right)
$$

and this operation must be done for every voter.
The second stage of the scheme is computing the result which proceeds in $O(k)$ rounds. Below we list time complexities of particular steps of one round:

- step 1: $O(k) \times T_{\text {enc }}+T_{\mathrm{MIX}}(k)$,
- step 2: $v \times O(k) \times T_{\mathrm{PET}}+O(1) \times\left(T_{\circ}+T_{\mathrm{enc}}\right)+T_{\mathrm{MIX}}(k)$,
- step 3: $O(k \log k) \times T_{\mathrm{PCP}}(v k)$,
- step 4: $O(1)$,
- step 5: $v \times T_{\mathrm{MIX}}(k)+O(k) \times T_{\mathrm{PET}}+O(k) \times T_{\mathrm{PCP}}(v k)$.

So the final cost of this stage is

$$
O\left(v k^{2}\right) \times T_{\mathrm{PCP}}(v k)+O\left(k^{2} \log k\right) \times T_{\mathrm{PCP}}(v k)+O(v k) \times T_{\mathrm{MIX}}(k)
$$

Hence, the overall time of the protocol is
$O\left(v k^{2}\right) \times T_{\mathrm{PCP}}(v k)+O\left(k^{2} \log k\right) \times T_{\mathrm{PCP}}(v k)+O(v k) \times T_{\mathrm{MIX}}(k)+O(k) \times T_{1 \text {-of }}(k)$.
Assuming

$$
T_{\mathrm{PCP}}(v k)=O(v k), T_{\mathrm{MIX}}(k)=O(k), T_{1-\mathrm{of}}(k)=O(k),
$$

we get the final asymptotic complexity of the protocol equal to

$$
O\left(v^{2} k^{3}+v k^{3} \log k\right) .
$$

## 6. Open problems and closing remarks

We presented a scheme that should work well for small communities. We are in quite convenient situation, since motivation for hiding absolutely all information except the name of the winner is mostly desirable for small and closed groups of people, wherein some details can reveal preferences of individuals. However, it seems interesting to propose a scheme that could be much more efficient and applicable for grater number of voters even for the price of revealing some details.

Another open problem is to build a similar scheme that could support multiseat as well as "write-in" elections.
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